ABSTRACT
In this paper we present a reliability simulation in component based applications. In component-Based Software Engineering we can treat a software system as a combination of interdependent components. The Component_Rel_Sim Algorithm is used to identify reliabilities of components. The simulation is done on the data generated by the Normal distribution, which describes the nature of failure process. Once the required data is generated the overall reliability of the system is calculated. The estimation of component reliability gives the overall reliability of the system.
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INTRODUCTION
Software application reliability is defined as the probability of a given system performing its task adequately for a specified period of time under the expected operating conditions. The probability that software will provide failure-free operation in a fixed environment for a fixed interval of time[6]. In every dimension of industry, education, research and development software reliability plays a critical part. Error free software goes under extensive debugging and testing to meet the user needs. This can be time consuming and costly. So component based software reliability development can be used. In component Based Software Development (CBSD) Commercial off-the-shelf (COTS) components are combined together to make a larger application. Reusability is one of the important characteristics of component Based Software Development. It offers higher quality, more reliable software. The main reason is that reusable components have been tested and therefore their quality can be assured. Thus if we are building software from existing components by assembling components will save lot of time and money. We used in this paper Component-Dependency Graph is directed graph in which vertices represent the components and edges represent transition from one state to another state. Based on Component-Dependency Graph we construct Component_Rel_Sim Algorithm

RELATED WORK
In[1], a component based software reliability model is introduced. This model estimates the reliability of component software with usage ratio of each component. The model transformed the execution path model into a component based model. In[2], approach based on failure dependencies between software components for assessing reliability of compound software is introduced. Accepted upper Bound for probabilities is calculated based on the principles of Bayesian hypothesis testing and include these into the reliability models. In[3], Discrete-event simulation is used as an alternative to analytical models like Markovian and semi-Markovian methods suffer from several limitations they cannot take into account the influence of various parameters such as reliability growth of the individual components, dependencies among the components, etc., in a single model. On the other hand Discrete-event simulation capture all the parameters due to its flexibility. In[4], Scenario-Based Reliability Estimation algorithm is discussed to analyze the reliability of component-based applications. This algorithm is applicable at the early development phase of a component-based software. It does not consider failure dependencies between components. In[5] the new approach is introduced for reliability of component based software systems. By determining all the independent execution paths of the software component reduces the number of terms in the overall reliability model which leads to the appreciable reduction in computation time and also it increases the probability of obtaining more accurate result. The upper and lower bound on the reliability is estimated of COTS component based software application systems. This is based on scenario analysis with the help of control flow graph and component dependency graph. In[6], rate-based simulation technique is used with analytical models to give effective methods for reliability measures. Functional dependency
and error correlation among components are two methods used for analyzing reliability of component-based software system.

**SYMBOL USED**

<table>
<thead>
<tr>
<th>Symbol</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>CDG</td>
<td>Component Dependency Graph</td>
</tr>
<tr>
<td>{N_j}</td>
<td>Set of j nodes in CDG</td>
</tr>
<tr>
<td>{E_i}</td>
<td>Set of i Edges in CDG</td>
</tr>
<tr>
<td>Interact (G_j,G_i)</td>
<td>Number of times G_j interacts with G_i during a course of execution.</td>
</tr>
<tr>
<td>TNC_{j,i}</td>
<td>Total number of interactions among all components during a Course-of-execution</td>
</tr>
<tr>
<td>NIC_{j,i}</td>
<td>Probability of Transition from component i to component j.</td>
</tr>
<tr>
<td>E</td>
<td>Number of courses of execution (paths)</td>
</tr>
<tr>
<td>PE_k</td>
<td>Probability of execution of path E_k</td>
</tr>
<tr>
<td>N</td>
<td>Total Number of Components</td>
</tr>
<tr>
<td>PRTR_{j\rightarrow i}</td>
<td>Probability of Transition from Component j to Component i</td>
</tr>
<tr>
<td>MPOT</td>
<td>“Probabilities of Transitions” Matrix</td>
</tr>
<tr>
<td>IPOT_{j\rightarrow i}</td>
<td>Imperfect “POT” from j to i</td>
</tr>
<tr>
<td>MIPOT</td>
<td>Imperfect “PoT” Matrix</td>
</tr>
<tr>
<td>REL_{j}</td>
<td>Reliability of Component j</td>
</tr>
<tr>
<td>VROC</td>
<td>“Reliabilities of Components” vector</td>
</tr>
<tr>
<td>STERM</td>
<td>Successful Termination</td>
</tr>
<tr>
<td>UTERM</td>
<td>Unsuccessful Termination</td>
</tr>
<tr>
<td>REL</td>
<td>Overall reliability of the application.</td>
</tr>
<tr>
<td>TSRUNS</td>
<td>Total number of simulation runs</td>
</tr>
</tbody>
</table>

**PROPOSED WORK**

Reliability using component based development is already in the literature. In the present work, reliability of component algorithm is proposed. The path of course of execution is based on random number NDEXP generated using normal distribution. Normal distribution generate random numbers whose distribution is not known. Special case of normal distribution is known as standard normal distribution or the unit normal distribution if \( \mu = 0 \) and \( \sigma = 1 \).

In component dependent graph we don't know the execution path that is why we used normal distribution. In the graph \( <N_j,E_i> \) consist of j number of nodes and i number of vertices.[4]Number of interaction between two component given by

\[
PRTR_{j\rightarrow i} = \sum_{k=1}^{E} PE_k \cdot \frac{|\text{Interact (}C_j,C_i\text{)}|}{|\text{Interact (}C_j,C_i\text{)}| \cdot I_{1,2, \ldots,N}}
\]  

(1)

The sum of transition probabilities from any component should be unity. [8]Imperfect “Probabilities of Transition” matrix MIPOT is computed using values in MPOT and vector VROC (VRoC is a vector that holds the reliabilities of all the components) as shown below

\[
IPOT_{i\rightarrow j} = REL_j \ast PRTR_{j\rightarrow i} \quad \text{for all } j,i.
\]  

(2)

Using the values in Imperfect State Transition matrix we generate another matrix called Cumulative State “Probabilities of Transition Matrix (MCPOT). when j=1 simulation starts from first component. Using normal distribution decide which component the next in the transition. From step 10 to 12 repeat until reached the terminal element. In step 11 calculate the overall reliability.

**COMPONENT_REL_SIM ALGORITHM**

Step 1: Find the Reliability of all Components(\(REL_j\)). Reliability of all transitions, Number of times \(C_j\) interacts with \(C_i\) (Interact (\(C_j,C_i\))) and Total number of interactions among all components during a course of execution (\(TNC_{j,i}\)).

Step 2: Find Probability of Transition from component j to component i(\(PRTR_{j\rightarrow i}\)).

Step 3: a) Using Reliabilities of all Components i.e.(\(REL_j\)) create Reliabilities of Components vector “VROC”
b) Using Probability of Transition from component j to component i create “Probabilities of Transitions” matrix MPOT.

Step 4: Now Initialize counters SC for successful termination of a particular Course-of-Execution & UC for unsuccessful termination of a Course-of-Execution.

Step 5: Read in VROC, MPOT, TSRUNS

Step 6: Using Equation number 2 calculate Imperfect “Probabilities of Transitions” matrix MIPOT

Step 7: Calculate Cumulative “Probabilities of Transitions” matrix MCPOT

Step 8: TSRUNS times Repeat steps 9 to 13

Step 9: \( j = 1 \)

Step 10: Now generate Random number from normal distribution. If \( \mu = 0 \) and \( \sigma = 1 \), the distribution is called the standard normal distribution denoted by \( N(0,1) \) and a random variable with that distribution is a standard normal deviate.

Step 11: In this step, apply normal distribution

\[
NDEXP = \frac{e^{-\frac{x^2}{2}}}{\sqrt{2\pi}}
\]

Step 12: Select a Course-of-Execution as follows:

If \( 0 < NDEXP \leq MPoT_{j \rightarrow 1} \)

\[ j = 1; \]

Go to step 9.

Else

If \( MPoT_{j \rightarrow 1} < NDEXP \leq MPoT_{j \rightarrow 2} \)

\[ j = 2; \]

Go to step 9.

Else

Else

If \( MPoT_{j \rightarrow N - 1} < NDEXP \leq MPoT_{j \rightarrow N} \)

\[ j = N; \]

Go to step 9.

Else

If \( MPoT_{j \rightarrow N} < NDEXP \leq MPoT_{TERM} \)

SC = SC + 1 (Path terminates successfully).
ELSE
UC = UC + 1 (Path terminates unsuccessfully).
END IF

Step 13: Now calculate Reliability of any application

\[
REL = \frac{SC}{TSRUNS}
\]

Step 14: End

RESULTS

In this section, we have implemented the Component_Rel_Sim Algorithm for calculating the reliability of overall application using component based development. The overall reliability of the system to some extent depends on individual reliability. In this we assume that we know the reliability of each component, using this we calculate overall system reliability. In Component Dependency Graph (CDG) when we go from one component to another component during Course-of-Execution transition takes place but last component have not any transition. Normal Distribution is used in the algorithm


[592]
Using this algorithm we can investigate the reliability of system as a function of reliability of one component while others component remain constant.

<table>
<thead>
<tr>
<th>Component</th>
<th>Com1</th>
<th>Com2</th>
<th>Com3</th>
<th>Com4</th>
</tr>
</thead>
<tbody>
<tr>
<td>0.5</td>
<td>0.55</td>
<td>0.53</td>
<td>0.52</td>
<td>0.51</td>
</tr>
<tr>
<td>0.6</td>
<td>0.5679</td>
<td>0.5544</td>
<td>0.5533</td>
<td>0.5522</td>
</tr>
<tr>
<td>0.7</td>
<td>0.643</td>
<td>0.6321</td>
<td>0.63</td>
<td>0.6111</td>
</tr>
<tr>
<td>0.8</td>
<td>0.7111</td>
<td>0.7101</td>
<td>0.7098</td>
<td>0.7088</td>
</tr>
<tr>
<td>0.9</td>
<td>0.8001</td>
<td>0.7999</td>
<td>0.7654</td>
<td>0.7544</td>
</tr>
<tr>
<td>1</td>
<td>0.945</td>
<td>0.9444</td>
<td>0.9323</td>
<td>0.9213</td>
</tr>
</tbody>
</table>

Table 1: For different Components Overall System Reliability for various Reliabilities values

First column shows the reliabilities of each component. Each of the following column shows the reliability of the overall system while the reliabilities of all other component remain constant. For example the value 0.55 at the intersection of second column and second row of the table is the overall system reliability when reliability of the component C1 is 0.5 while reliabilities of all other components are kept as 1.0.

Figure 1 show the reliability of $C_1$ with respect to application reliability when the value of overall reliability $X=(0.5000,0.6000,0.7000,0.8000,0.9000,1.0)$ and $C_1=(0.5500,0.5679,0.6430,0.7111,0.8001,0.9450)$. Overall Reliability increases when the component reliability increases keeping all other reliability constant.
Figure 2 show the reliability of $C_2$ with respect to application reliability when the value of overall reliability $X=(0.5000,0.6000,0.7000,0.8000,0.9000,1.0)$ and $C_2=(0.53,0.5544,0.6321,0.7101,0.7999,0.9444)$. When all other component reliabilities remain constant overall reliability increases when the component $C_2$ reliability increases.

![Graph showing reliability of $C_2$](image)

Figure 3 show the reliability of $C_3$ with respect to application reliability when the value of overall reliability $X=(0.5000,0.6000,0.7000,0.8000,0.9000,1.0)$ and $C_3=(0.52,0.5333,0.6300,0.7098,0.7654,0.9323)$. Overall Reliability increases when the component $C_3$ reliability increases.

![Graph showing reliability of $C_3$](image)

Figure 4 show the reliability of $C_4$ with respect to application reliability when the value of overall reliability $X=(0.5000,0.6000,0.7000,0.8000,0.9000,1.0)$ and $C_4=(0.5100,0.5522,0.6111,0.7088,0.7544,0.9213)$. Overall Reliability increases when the component $C_4$ reliability increases all other reliability remain constant.

![Graph showing reliability of $C_4$](image)
Now Figure 5 shows the comparative analysis of different components. This can help when we are fitting the exciting component in the new application. It will tell which component is best fit. Each component reliability effect the whole new system. System reliability is calculated using how many simulation runs is done.

CONCLUSION
The simulator "Component_Rel_Sim" is designed and implemented successfully in this paper to estimate the reliability of the system using individual component reliability. The simulator designed here can help to decide whether the new component incorporate into new system based on the reliability. Also, there is effect of increasing number of components on the system. The number of components increase the overall reliability of system starts decreases. this is because in component dependency graph the number of transition path in the system increases.
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